R offers several ways to reverse a string, include some base R options. We go through a few of those in this post. We’ll also compare the computational time for each method.

Reversing a string can be especially useful in bioinformatics (e.g. finding the reverse compliment of a DNA strand). To get started, let’s generate a random string of 10 million DNA bases (we can do this with the **stringi** package as well, but for our purposes here, let’s just use base R functions).

set.seed(1)

dna <- paste(sample(c("A", "T", "C", "G"), 10000000, replace = T), collapse = "")

**1) Base R with strsplit and paste**

One way to reverse a string is to use **strsplit** with **paste**. This is the slowest method that will be shown, but it does get the job done without needing any packages. In this example, we use **strsplit** to break the string into a vector of its individual characters. We then reverse this vector using **rev**. Finally, we concatenate the vector of characters into a string using **paste**.

start <- proc.time()

splits <- strsplit(dna, "")[[1]]

reversed <- rev(splits)

final\_result <- paste(reversed, collapse = "")

end <- proc.time()

print(end - start)

![strsplit and paste](data:image/png;base64,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)

**2) Base R: Using utf8 magic**

This example also does not require any external packages. In this method, we can use the built-in R function **utf8ToInt** to convert our DNA string to a vector of integers. We then reverse this vector with the **rev** function. Lastly, we convert this reversed vector of integers back to its original encoding – except now the string is in reverse.

start <- proc.time()

final\_result <- intToUtf8(rev(utf8ToInt(dna)))

end <- proc.time()

print(end - start)

![reverse string in r convert utf to int](data:image/png;base64,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)

**3) The stringi package**

Of all the examples presented, this option is the fastest when tested. Here we use the **stri\_reverse** function from the stringi package.

library(stringi)

start <- proc.time()

final\_result <- stri\_reverse(dna)

end <- proc.time()

print(end - start)
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**4) The Biostrings package**

Our last example uses the Biostrings package, which contains a collection of functions useful for working with DNA-string data. One function, called **str\_rev**, can reverse strings. You can download and load the Biostrings package like this:

source("http://bioconductor.org/biocLite.R")

biocLite("Biostrings")

library(Biostrings)

Then, all we have to do is input our DNA string into the **str\_rev** function and we get our result.

start <- proc.time()

final\_result <- str\_rev(dna)

end <- proc.time()

print(end - start)
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